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# Постановка задачи

Задача 1.

* + 1. Создать ассоциативный контейнер.
    2. Заполнить его элементами стандартного типа (тип указан в варианте).
    3. Добавить элементы в соответствии с заданием
    4. Удалить элементы в соответствии с заданием.
    5. Выполнить задание варианта для полученного контейнера.
    6. Выполнение всех заданий оформить в виде глобальных функций.

Задача 2.

1. Создать ассоциативный контейнер.
2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.
3. Добавить элементы в соответствии с заданием
4. Удалить элементы в соответствии с заданием.
5. Выполнить задание варианта для полученного контейнера.
6. Выполнение всех заданий оформить в виде глобальных функций.

Задача 3

1. Создать параметризированный класс, используя в качестве контейнера ассоциативный контейнер.
2. Заполнить его элементами.
3. Добавить элементы в соответствии с заданием
4. Удалить элементы в соответствии с заданием.
5. Выполнить задание варианта для полученного контейнера.
6. Выполнение всех заданий оформить в виде методов параметризированного класса.

ВАРИАНТ 15:

|  |  |  |
| --- | --- | --- |
| **Задача 1**   1. Контейнер - multiset 2. Тип элементов - double   **Задача 2**  Тип элементов Pair (см. лабораторную работу №3).  **Задача 3**  Параметризированный класс – Список (см. лабораторную работу №7) | | |
| **Задание 3** | **Задание 4** | **Задание 5** |
| Найти среднее арифметическое и добавить его в конец  контейнера | Найти элементы ключами из заданного диапазона и удалить их  из контейнера | К каждому элементу добавить сумму минимального и максимального элементов  контейнера. |

**Программный код**

main 12.1:

#include <iostream>

#include <set>

using namespace std;

multiset<double> pushArithmeticMean(const multiset<double>& f\_mset);

multiset<double> eraseRange(const multiset<double>& f\_mset, const double lowerBound, const double upperBound);

bool isInRange(const double value, const double lowerBound, const double upperBound);

multiset<double> increaseOnMinMax(const multiset<double>& f\_mset);

template <typename T>

void print(const multiset<T>& p\_list);

int main() {

cout << "task 1:" << endl;

multiset<double> a = { 1, 2, 3 };

multiset<double> b = pushArithmeticMean(a);

print(a);

print(b);

cout << "task 2:" << endl;

multiset<double> a1 = { 1, 2, 3, 4 };

multiset<double> b1 = eraseRange(a1, 2, 3);

print(a1);

print(b1);

cout << "task 3:" << endl;

multiset<double> a2 = { 1, 2, 3, 4 };

multiset<double> b2 = increaseOnMinMax(a2);

print(a2);

print(b2);

return 0;

}

multiset<double> pushArithmeticMean(const multiset<double>& f\_mset) {

multiset<double> r\_mset = f\_mset;

double sum = 0;

for (auto it = f\_mset.begin(); it != f\_mset.end(); it++) {

sum += \*it;

}

double arithmeticMean = sum / f\_mset.size();

r\_mset.insert(arithmeticMean);

return r\_mset;

}

multiset<double> eraseRange(const multiset<double>& f\_mset, const double lowerBound, const double upperBound) {

multiset<double> r\_mset = f\_mset;

for (auto it = r\_mset.begin(); it != r\_mset.end(); it++) {

if (isInRange(\*it, lowerBound, upperBound)) {

it = r\_mset.erase(it);

it--;

}

}

return r\_mset;

}

bool isInRange(const double value, const double lowerBound, const double upperBound) {

return (value >= lowerBound && value <= upperBound);

}

multiset<double> increaseOnMinMax(const multiset<double>& f\_mset) {

multiset<double> temp\_mset = f\_mset;

multiset<double> r\_mset;

double maxListValue = DBL\_MIN;

double minListValue = DBL\_MAX;

for (auto it = temp\_mset.begin(); it != temp\_mset.end(); it++) {

if (\*it > maxListValue) maxListValue = \*it;

if (\*it < minListValue) minListValue = \*it;

}

for (auto it = temp\_mset.begin(); it != temp\_mset.end(); it++) {

double value = \*it + maxListValue + minListValue;

r\_mset.insert(value);

}

return r\_mset;

}

template <typename T>

void print(const multiset<T>& p\_list) {

for (auto it = p\_list.begin(); it != p\_list.end(); it++) {

cout << \*it << " ";

}

cout << endl;

}

main 12.2:

#include <set>

#include <iostream>

#include "Pair.h"

using namespace std;

void pushPair(multiset<Pair>& f\_mset);

multiset<Pair> pushArithmeticMean(const multiset<Pair>& f\_mset);

multiset<Pair> eraseRange(const multiset<Pair>& f\_mset, const double lowerBound, const double upperBound);

bool isInRange(const double value, const double lowerBound, const double upperBound);

multiset<Pair> increaseOnMinMax(const multiset<Pair>& f\_mset);

template <typename T>

void print(const multiset<T>& p\_mset);

int main() {

cout << "task 1:" << endl;

multiset<Pair> a;

pushPair(a);

multiset<Pair> b = pushArithmeticMean(a);

print(a);

print(b);

cout << "task 2:" << endl;

multiset<Pair> a1;

pushPair(a1);

multiset<Pair> b1 = eraseRange(a1, 2, 8);

print(a1);

print(b1);

cout << "task 3:" << endl;

multiset<Pair> a2;

pushPair(a2);

multiset<Pair> b2 = increaseOnMinMax(a2);

print(a2);

print(b2);

return 0;

}

void pushPair(multiset<Pair>& f\_mset) {

f\_mset.insert(Pair(1, 5.5));

f\_mset.insert(Pair(2, 7.8));

f\_mset.insert(Pair(3, 4.3));

}

multiset<Pair> pushArithmeticMean(const multiset<Pair>& f\_mset) {

multiset<Pair> r\_mset = f\_mset;

int sumForInt = 0;

double sumForDouble = 0;

Pair tmp;

for (auto it = f\_mset.begin(); it != f\_mset.end(); it++) {

tmp = \*it;

sumForInt += tmp.getFirst();

sumForDouble += tmp.getSecond();

}

int arithmeticMeanForInt = sumForInt / static\_cast<int>(f\_mset.size());

double arithmeticMeanForDouble = sumForDouble / f\_mset.size();

r\_mset.insert(Pair(arithmeticMeanForInt, arithmeticMeanForDouble));

return r\_mset;

}

multiset<Pair> eraseRange(const multiset<Pair>& f\_mset, const double lowerBound, const double upperBound) {

multiset<Pair> r\_mset = f\_mset;

Pair tempPair;

for (auto it = r\_mset.begin(); it != r\_mset.end();) {

tempPair = \*it;

double sumFS = tempPair.getFirst() + tempPair.getSecond();

if (isInRange(sumFS, lowerBound, upperBound)) {

it = r\_mset.erase(it);

}

else it++;

}

return r\_mset;

}

bool isInRange(const double value, const double lowerBound, const double upperBound) {

return (value >= lowerBound && value <= upperBound);

}

multiset<Pair> increaseOnMinMax(const multiset<Pair>& f\_mset) {

multiset<Pair> r\_mset = f\_mset;

multiset<Pair> temp\_mset;

Pair tempPair;

int maxListValueInt = INT\_MIN;

int minListValueInt = INT\_MAX;

double maxListValueDouble = DBL\_MIN;

double minListValueDouble = DBL\_MAX;

for (auto it = r\_mset.begin(); it != r\_mset.end(); it++) {

tempPair = \*it;

if (tempPair.getFirst() < minListValueInt) minListValueInt = tempPair.getFirst();

if (tempPair.getFirst() > maxListValueInt) maxListValueInt = tempPair.getFirst();

if (tempPair.getSecond() < minListValueDouble) minListValueDouble = tempPair.getSecond();

if (tempPair.getSecond() > maxListValueDouble) maxListValueDouble = tempPair.getSecond();

}

for (auto it = r\_mset.begin(); it != r\_mset.end(); it++) {

tempPair = \*it;

tempPair = tempPair + minListValueInt + maxListValueInt + minListValueDouble + maxListValueDouble;

temp\_mset.insert(tempPair);

}

return temp\_mset;

}

template <typename T>

void print(const multiset<T>& p\_mset) {

for (auto it = p\_mset.begin(); it != p\_mset.end(); it++) {

cout << \*it << " ";

}

cout << endl;

}

main 12.3:

#include <iostream>

#include <set>

#include <Windows.h>

#include "Pair.h"

using namespace std;

int main() {

SetConsoleOutputCP(1251);

SetConsoleCP(1251);

multiset <Pair> mst;

multiset <Pair> tmp;

mst.insert(Pair(1, 5.5));

mst.insert(Pair(2, 7.8));

mst.insert(Pair(3, 4.3));

Pair sr(0, 0);

cout << "task 1:" << endl;

for (auto it = mst.begin(); it != mst.end(); it++)

{

sr = sr + \*it;

cout << \*it << endl;

}

//1

sr.setFirst(sr.getFirst() / mst.size());

sr.setSecond(sr.getSecond() / mst.size());

mst.insert(sr);

//2

Pair max = \*mst.begin();

Pair min = \*mst.begin();

tmp = mst;

mst.clear();

int c = 0;

int i = 2, j = 8;

Pair res;

cout << "task 2:" << endl;

for (auto it = tmp.begin(); it != tmp.end(); it++, c++)

{

if ((c < i) || (c > j) || (res.getFirst() != (\*it).getFirst() || res.getSecond() != (\*it).getSecond()))

{

if (max < \*it) max = \*it;

if (!(min < \*it)) min = \*it;

mst.insert(\*it);

cout << \*it << endl;

}

}

cout << "task 3:" << endl;

tmp = mst;

mst.clear();

for (auto it = tmp.begin(); it != tmp.end(); it++)

{

mst.insert(max + min + \*it);

cout << max + min + \*it << endl;

}

}

**Вывод программы**

main 12.1:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPMAAACxCAYAAAARZotYAAAACXBIWXMAAA7DAAAOxAGILj6jAAATD0lEQVR4nO2dT2wbV37HvwJ07L0Ala4sriW4gNHSh8LGWrSD5XpjWIDQCAusBMhMALugjVQNYB3sSxhIvVQHEtgV3LVaHxxZqBRgoRQqaDjxyojDeBtfVmqbgyF1RclY8t5zErPvzT8OhxzyDWcsUY/fj2GIM5w/bx7nO+/3fvN+79f/k3dPVkEIOfb0H3UBCCHRQDETogkUMyGaQDETogkUMyGaQDETogltxTx27kaoExS+uRdqf0KIGpG3zMnzP0Hx+e+dv4SQw0FJzP/3+z9H9XXV+P+6av21lt3rqq+Bf/uP/xHf/Rn2//2/cOJv/Y44gX9aX0DyxW2cX1hv+HZ4+gs8mABWbv0cv8FtrOZT+Ep+3u/4OsNxcQnPP/wpUL6P92cWsOuz2eXbu3iv/C6mVr6t3/fc5zj/6fAbuA5Zjzdw0OyYdpkNnuIfJzJ4HNW5OvpNrN/ctebVuqeu2p1X+VydcBo3Fz/D9IC12Oa3jp7w16kk5u+/+8EUa1WKGM5nt6gdcVetz9V2A8tKePXWDdw8se4p/ASuTQwZ3xvsL2BqYqGDS4sKUclCFMVfDePOM2vZp9Iff/MUH50bEZ9qN+jlc2LfbzLiOnB413FCiO1DCAEPmwIWyzcvir/PIhJGx79JyXxAG+eWZfkMzweaP9APFVlf+es4EL/x+We1dbLOdp+13LOrUBLzD9+/xusfTLEuPr1mrLt54V9qIha6/df/vIFrf/PPNXG3FTNw8Cfgwuhp8eO6W7J3RIv9FMWzQ51d0RuhhIMDhc0O9vDqw3dwGetWKziBt88+xZeH/SwajONH5T380V4W4jsyq8aXddy5Ja0Vd30dBaJFnjWFfMct3K6ss9YEapnvfvl3uDG6ZIkVdWa2s13VFLcKB5/eA/IzuLxim4CiYn8xhJXcPQyetR1v3tak3hwyW0xzG7wQffazJdOktJ62P4J7O7/94Tyd67evmYbJ/C4urN/HwcR1Z3na203YL+Cr8md4WzzRH8tjGg+mz3Gn4Tr8r+GgruWqLUsT/qOz1nl8uicOzz5H8cMFzE8XXGZs/bWYZUfLc7rr5JW8ducE/tvV13UbvPVVdxxP12DQXRbbPG9dZw3ln0g1WiUnxnBh4Ck+aVVe3+uzzrdewvSE2aWplS3IfdbunGrdJLWW+bvXRotrfLZbafFP/n3wh79H+q9/jat/9Ws8/O9/MP6qs44vXyy4fkxRsdhEdh+41nR7s4IuvHgX5xv6WkMYFP3V8xPWj2yZTVNOBX6BmwfihxycwfSfxI084xaD//Z3Jjw3/MpuC1P1W/zuRQnzf3Ha+OyY2F4uNitDax4vDDutvTx/Y/fEjWj1JnaMuno+Yd8w643XIo7lT32dGH4MsbbRQGlR177l8zuf7IcPm/uJPv/q9Gk8XpHfDWH6F8D7otuwaxw/j5tftzu+avkFbism8PWJsg3cE/ddxvJTWI1T099Yta786qK1f0G5ZbbF/L0lbLvP7BZvJ4J+/Ol9vDd7G8PPFvDjX4oL/a34wfxuMvsp2vSiSvjqa2v9iWEMwvW0FSbTJy+u4+1BWKbwgqicnVqr1Wr7feVLMdj9ehOYHcOwuAmH3vIxz5uVoR11Dq1S85uyjm/xmxlxMxg3jHgAQbG1tJF1Ur6PrLXP7so9FCeavKYMXXdWHRnHGTKtBvsrYdXY26zkLGeU6vFVyy8ZiOPHchu/47S8PlG2Ty3BGhbRDQydQLj7zLcuIhHza0O46cQilrdnjHW2YIO3xh6kqYU8fiZa5wtv1Sr/jWE5b+ST+vn6kNlqqfSHlY/vuh7LylAqQzszz3FoSeskH6A8C8iup/DgnHhAdpszx3g4l/DJvvwsVzQzJ70P9tPiIRlhGbymfmTHDXufBX8DoegA+8HpB3uF2265PaIF+W1JtDrXjf5Gy1cBVsW/187k2N8VLdf1ur7Ye2fFE9HliNpd+TnexxemSfys/fZBrud3ou/+QOF66sqAHRyURVfBfkrL/jYss9Dt0DIEAPHAaMHF28J0W3B8DD87O4RXL3bE5xHPhi3OKetwYAHXLi4YD5rh6Ru179wo1HVzaibnY9dxmv+2QzVHaV0fN4LyG/ffU3H/eawX6c0eFHUY8t7o6D5rWRf+KIlZ1aHVMc8WsSL6RKW2BZem420Mrpt9QUnzVs32lO6KH0kum69EjJum4f3rt8ZxfbdvwOznf9TMAWYhTe1XE6ma2e+laRng3FRGGaRHv65+PsOD9euifyfWl9tUk7hpBtfFcexlWc4V8zq9Zfc9p6zDX73jfCcdSEWkmtaHet2J/qVjOsrthl19Rfs4td8WlpPOMMUH8kYLJynaDwCXEDsvv6yvDM4f3HZdA6z3zEGvz0Wo+8yvLlr7WJTE/JfT36lsFgDpjHEXTIo04/O9d1vvss86v3eh8odrZk75vjttPHbNGeVD02O5jrPvUwa/stn9X4WytV7fpOy+52zy3Yp9TZ7jK7139i9Tu+O03E+1/LKrMlHCl/vBzt36uxb3pt9vrHqsDt7ltxUzx1YTHbj8y+uiq3K/hdf6+MOoKaIpnuGZhql7mMMzDx+KmWiKX9dEXyhmQjSBYiZEEyhmQjSBYiZEEyhmQjSBYiZEEyhmQjSh//EnfzjqMhBCIoAtMyGaQDETogmHIubN2QHkR4ooZOKHcTpCehJHzN0vuD0sjSUxvz2J5XLOLzKVkJ7leJjZm7MYSL9ENjsJbB91YQjpTvr3lsYwOrdlLY4iNmd+6pt6iHKu1v7JlvvqqjnlSF/flKd1NFvNua3alCRTDyvINW0+7RY2gWyxgPaGgNg+D3G+AlJC1POttpPHRRbFQgbdal8Q8qboj2cKqGRam9lS8I+ulFHJmcty2/TYiCOavaUZzJ9aRqXQzvi1BCe2Lbfd1iaOTCEX5JoI6UmUzGwpeLecUleEufvSs9HaI2yKpthfoiUh5LQp5OZNdkik6MtoMks1IT2BWp95bwljyXlsuWb26zvzsfNZir0IYa7HYuZ3HhNdsjV3Fdt9Z5BdpOuKkDeBgpiFaTwjeqrZojDHLRNcOqQ8Uzfb5rptSg/M1rfAZz7+GoWTdzGQHAOU+sqEkCA4Yh4aSWB74wn2Ml7nUQk728CpW/baTcym14BE1ueQcVwaT2B+p8lXqRyK2TEk34ig6QAjvY0j5nhmEdmNpDCVTXd2zVROIbc8idjVGFblemkqL2eRcFrmRk+2NMGLPg4uxyQfjWHH1+Ndj9uTLrkaW23iUSekt3GZ2S0cSKJFrVTqPcoZR0XtHU+pXLlOdDWTXA25f6WtQ5sOMNLbHI9BI4SQtlDMhGgCxUyIJlDMhGgCxUyIJlDMhGiCS8xh4oU3MTuQxqo13NMY7RVgRIj3PXLQ/QkhtphDxgtvzqZljCIq8glgjOOewdIl9RFe9e+R5YMhidmTZaUBJYQQk371eGF/6gaFxC9hPDGPjSd7yHTUuqYgg7Ly/7snPrJ1JkSV/ujjhb1juQMiWvb82iRulSlkQoIQuQNMmtxriSyKAU1kd79Z9plpYRMSjEjFLGckSa/J6YCCRy25+81S2N4QSkJIayITsxRy0gh7Dh/amDI7zaI3n2IoIyGKRCPmzdnIhGw65NZEp3uZQiYkAIaYw8ULm5MVVKtVzI3GYE3uGWD/xnho2Wcu8z0zIYEwxKwWL+xHCrlyGZ37wxmHTEgUcDgnIZpAMROiCRQzIZpAMROiCRQzIZpAMROiCV0Rz8x4aELC0xXxzIyHJiQ8XRHPzHhoQsLTffHMjIcmpCO6Jp457P6Mhya9TtfEM4fdn/HQpNfpmnhmxkMTEo7uiGdmPDQhoemCeGbGQxMSBV0Qz8x4aEKigMM5CdEEipkQTaCYCdEEipkQTaCYCdGEQxGzfPWVHykyLJGQN4gj5u4WXNh4aUL051iY2WHjnQnpBfrlmOjRuS1rcRQxawhW39TDukAF9yixxtFZjaOwph5WfCYHsGc0SSgP31SLd7aOiyyKhc4CPQg5zvTHMwVUMq3NbCn4R1fqo5LSYyOOaPaWZjB/ahmVQrvBl5bgxLblttv6ETZemhA9UTKzpeDdwy2NqKSXno3WHmFTNMX+Ei0JIadNIYcITfSPd+awTtLbqPWZjX7qPLaqNTO678zHzmcp9iKEuR6Lmd95THTJ1txVbPedQXaxcyGHjZcmRGcUxCxM4xkjPlGY45aE5ASA+fqtbHPdNqW9kwMYHuiTdzGQHAM6CHWMMt6ZEB1xxDw0ksD2xhPsZbytnrePaoYsQpi6zYnj0ngC8ztNvkrlUMwKUQYVtFK8Mx1gpLdxxBzPLCK7kRSmsunOrpnKKeSWJxG7GsOqXC9N5eUsEk7L3OjJliZ40cfB5ZjkozHs+Hq83YSNdyakN3CZ2S0cSKJFrXgCnjO1d0VtHU91r5bgNslVUI13pgOM9DbHYtAIIaQ9FDMhmkAxE6IJFDMhmkAxE6IJFDMhmtAV+Zkjy69sDTvdTnDgCOk9uiI/czT5lc1hp6cmJ7HtDQIhpAfoivzMnqN1lF/ZCMOUQzmv7GCNYiY9SPflZ+4kv7LYx4wFEaZ1abaz8xJyzOma/Mxh8itv3jWjugxDoBTsvIToQtfkZ+44v7LoGqRfiodHju4u0tt0TX5mN0HyK28+WkN1q+pEe9nIZf95yAjRj+7Iz1xHsPzKDRksjYkTRvhqivQcXZCfmfmVCYmCLsjPHHEcciqHMk1r0oNwOCchmkAxE6IJFDMhmkAxE6IJFDMhmkAxE6IJEcUz24dgPDEhR0Uk8cwmjCcm5CiJJJ5ZwnhiQo6WaOKZGU9MyJETiQOM8cSEHD3hxcx4YkK6gtBiZjwxId1BaDEznpiQ7iCCeGZCSDcQQTyzB8YTE3IkcDgnIZpAMROiCRQzIZpAMROiCRQzIZpwKGKWr77yI8XO0rQSQpRwxNzNgossfzMhGnMszOxo8jcTojf9MkfU6NyWtTgKe4h139TDusRt7taxcXRYY1YK/3HZ9owmiQ7T2fjlb7aOC85yQnqT/nimgEqmtZktBf/oSn2WxvRYbfy1MTHBqWVUCu2aSktwYtty2239DtFB/mZCegAlM1sK3j3a08jS6J1NZO0RNkVT7C/RkhBy2hRyB/Zx+/zNEae5IeSYodZntibq26rWzOi+Mx87n6XYixDmeixmfucx0SVbc1ex3XcG2cXOWuSO8zcT0iMoiNmcqE/OJFKxTXAjzLF+K9tct01pr9gMD/TJuxhIjgEhU78Gyd9MSK/giHloJIHtjSfYy3idRyXsbAOnbtlrzRSuSGR9DhnHpfEE5neafJXKoZgdQzKUoP3yN9MBRnobR8zxzCKyG0lnxpCaqZxCbnkSsasxrMr10lReziLhtMyNnmxpghd9HFyOST4aw47STCTM30yICi4zu4UDSbSoFU/Ac8YRYXvHk+zvujVbM8lVUHVs0QFGeptjMWiEENIeipkQTaCYCdEEipkQTaCYCdEEipkQTYgoP7MMS0xjtVobOx0k3jiyeGXmhyY9TCT5mTdn0zInLCryCWAIagZLl9RHeEUTr8z80KS3iSQ/c92gkPgljCfmsfFkD5mORmn5xSu3hvmhSa8TTX7mOrxjuQPSSbwy80MTEr0DTJrca7LPGjA6sX28cot9mR+akGjFLGckSa8lzBYy4L4dxyszPzQhBpGJWQo5aTSQ4WKVJUHilZkfmhCTaMQsWseohOwfr9wc5ocmxCSC/MzmZAXVahVzozHY7aP6/oxXJiQKIsjPnEKuXEbn/vCI45CZH5r0KBzOSYgmUMyEaALFTIgmUMyEaALFTIgmUMyEaEJDPLP9vlc5prhJ6hqJOXe26sCN+nhoY27uQANQ6sveLD0OIbpjitkS5Ck7JjkI8QwK5fq3xEaWSJxUFPKekVDupSv9jTE0dGYJl5QeBqaQN8bF/oW4szy21J2J4wl5U5gjwKyoo2gas008MoItVA/WGDIZvzSOxPyOEQDVVo57T7CxPYlbBXvLODK3JjGfb5ZqhxB96bfFN569i1hs1VgZ3MytsbeUx9rkLaiHI6fwQTaBZHoMI8Y5hcltDvRWC4Ms7TROjjI0gsS24sOAEE2w+szbmN+5VUtBI4MVkrM42cFcYGYjH2wvma6mfHIWMWtst4x2Us7FnrqCSWHUP9oUZTX2MacP2hZrCeklLDELs/gDl3oMgeQRcOYes1VOjKMYsDk0+thrk3hYqYiHh3SGDWBgUjX/cgq5Ylb0+QcQq1Zrie3SzdJQEqIvTsu8E9omla2yaA+XC8EOY0wTJPvYthVgivNlMo8l8YBRMvW9Tjg5l9nklYBWBSHHm357Ar10fgkfpEyHUSctrLlP8OmCED+JU+JhUjcBoNEPPoWOphEzZhqVExRSyqS3sEIgi8iOuXIzB3pHDGtCvQ5aZQPbTE4iNlf/nllVju54bKPsZXqxSe9hmdkhY4qbvGs+zP3DxWMTogcczkmIJlDMhGgCxUyIJlDMhGgCxUyIJlDMhGjC/wNY8u0BuaPyRAAAAABJRU5ErkJggg==)
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**Контрольные вопросы**

1. Что представляет собой ассоциативный контейнер?

Ассоциативный контейнер - это контейнер, который содержит упорядоченный набор элементов, представленных в форме пар ключ-значение. Элементы располагаются в контейнере в соответствии с заданным отношением порядка, определенным в компараторе. Ключи уникальны в контейнере, т.е. в контейнере не может быть двух элементов с одинаковым ключом. Основным преимуществом ассоциативных контейнеров является возможность быстрого поиска элемента по ключу благодаря использованию бинарного дерева поиска (например, красно-черного дерева) для хранения элементов. Примерами ассоциативных контейнеров в STL являются map и set.

1. Перечислить ассоциативные контейнеры в библиотеке STL.

* set - контейнер, хранящий уникальные элементы в отсортированном порядке. Все элементы в set уникальны, то есть не могут дублироваться.
* map - контейнер, хранящий пары ключ-значение, отсортированные по ключу. Ключи в map должны быть уникальными.
* multiset - контейнер, хранящий уникальные элементы в отсортированном порядке, но допускающий дублирование элементов.
* multimap - контейнер, хранящий пары ключ-значение, отсортированные по

1. Каким образом можно получить доступ к элементам ассоциативного контейнера?

Для доступа к элементам ассоциативного контейнера в STL используются итераторы. В отличие от последовательных контейнеров, в ассоциативных контейнерах элементы хранятся не в порядке их добавления, а в отсортированном порядке на основе ключа. Поэтому для доступа к элементам по индексу, как в последовательных контейнерах, в ассоциативных контейнерах используют итераторы. С помощью итераторов можно получить доступ к ключу и соответствующему ему значению элемента контейнера.

1. Привести примеры методов, используемых в ассоциативных контейнерах.

* insert(): добавляет элемент в контейнер.
* erase(): удаляет элемент из контейнера.
* find(): ищет элемент по заданному ключу.
* count(): возвращает количество элементов с заданным ключом в контейнере.
* size(): возвращает количество элементов в контейнере.
* empty(): возвращает значение true, если контейнер пуст, и false в противном случае.
* begin(): возвращает итератор, указывающий на первый элемент в контейнере.
* end(): возвращает итератор, указывающий на элемент следующий за последним \* элементом контейнера.
* lower\_bound(): возвращает итератор на первый элемент в контейнере, не меньший \* заданного ключа.
* upper\_bound(): возвращает итератор на первый элемент в контейнере, больший заданного ключа.
* equal\_range(): возвращает диапазон элементов в контейнере, соответствующих заданному ключу.

1. Каким образом можно создать контейнер map? Привести примеры.

* С помощью конструктора по умолчанию:

map<string, int> myMap;

В данном случае создается пустой контейнер map с ключами типа string и значениями типа int.

* С помощью списка инициализации:

map<string, int> myMap = {{"apple", 1}, {"banana", 2}, {"cherry", 3}};

В данном случае создается контейнер map с начальными значениями ключей и значений, которые передаются в список инициализации.

* С помощью пары итераторов:

map<std::string, int> myMap(anotherMap.begin(), anotherMap.end());

В данном случае создается контейнер map, который инициализируется парами ключ-значение из другого контейнера, заданного итераторами begin() и end().

* С помощью списка пар ключ-значение:

map<std::string, int> myMap = {make\_pair("apple", 1), make\_pair("banana", 2),make\_pair("cherry", 3)};

В данном случае создается контейнер map, который инициализируется парами ключ-значение из списка пар, созданных с помощью функции make\_pair().

1. Каким образом упорядочены элементы в контейнере map по умолчанию? Как изменить порядок на обратный?

Элементы отсортированы в порядке возрастания ключей.

Чтобы изменить порядок, можно определить пользовательскую функцию сравнения, которая будет сравнивать ключи в обратном порядке. Например:

bool compare(int a, int b) {

return a > b;

}

Затем, мы можем создать map следующим образом:

std::map<int, std::string, decltype(compare)\*> myMap(compare);

1. Какие операции определены для контейнера map?

Контейнер map поддерживает операции добавления и удаления элементов, поиска и доступа к элементам по ключу, а также проверки наличия элементов в контейнере. Кроме того, контейнер map поддерживает итераторы для обхода содержимого.

1. Написать функцию для добавления элеентов в контейнер map с помощью функции make\_pair().

template <class T1, class T2>

void addElements(std::map<T1, T2>& m, int n) {

T1 temp1 = 0;

T2 temp2;

for (int i = 0; i < n; i++)

{

cin >> temp2;

m.insert(make\_pair(temp1++, temp2));

}

}

1. Написать функцию для добавления элементов в контейнер map с помощь функции операци прямого доступпа [].

template <class T1, class T2>

void addElements(std::map<T1, T2>& m, T1 key, T2 value) {

m[key] = value;

}

1. Написать функцию для для печати контейнера map с помощью итератора.

template <class T1, class T2>

void printMap(map<T1, T2>& m) {

for (auto it = m.begin(); it != m.end(); ++it) {

cout << it->first << " : " << it->second << endl;

}

}

1. Написать функцию для для печати контейнера map с помощью функции операции прямого доступа [].

template <class T1, class T2>

void printMap(map<T1, T2>& m) {

for (const auto& p : m)

cout << p.first << " : " << m[p.first] << endl;

}

1. Чем отличаются контейнеры map и multimap?

Отличие между map и multimap заключается в том, что map хранит только уникальные ключи и соответствующие значения, тогда как multimap может хранить несколько значений для одного и того же ключа. Другими словами, map — это контейнер с уникальными ключами, а multimap - контейнер с неуникальными ключами.

1. Что представляет собой контейнер set?

Контейнер set - упорядоченное множество уникальных элементов. Он реализован в виде бинарного дерева поиска и обеспечивает быстрый доступ, вставку и удаление элементов в отсортированном порядке.

1. Чем отличаются контейнеры map и set?

Контейнер map предназначен для хранения пары "ключ-значение", где каждый ключ уникален, а контейнер set используется для хранения уникальных элементов, без пары "ключ-значение".

Таким образом, map используется для хранения и доступа к значению по ключу, а set используется для хранения элементов в отсортированном порядке и быстрого поиска элементов по значению.

1. Каким ообразом можно создать контейнер set? Привести примеры.

* Создание пустого контейнера с помощью конструктора по умолчанию:

set<int> mySet;

* Создание с заданными начальными значениями с помощью списка инициализации:

set<int> mySet = {1, 2, 3, 4};

* Создание с помощью диапазона значений другого контейнера:

vector<int> myVec = {1, 2, 3, 4};

set<int> mySet(myVec.begin(), myVec.end());

* Создание пустого контейнера с заданным компаратором:

struct Compare {

bool operator()(int a, int b) const {

return a > b;

}

};

set<int, Compare> mySet(Compare());

* Создание с заданными начальными значениями и компаратором:

struct Compare {

bool operator()(int a, int b) const {

return a > b;

}

};

set<int, Compare> mySet = {1, 2, 3, 4};

1. Каким образом упорядочены элементы в контейнере set по умолчанию? Как изменить порядок на обратный?

Элементы в контейнере set упорядочены по возрастанию. Чтобы изменить порядок на убывание, можно задать компаратор при создании контейнера, который будет сравнивать элементы в обратном порядке. Например:

#include <functional> // для std::greater

int main() {

set<int,greater<int>> s {5, 2, 7, 1, 8};

// элементы будут упорядочены в порядке убывания

return 0;

}

Здесь std::greater<int> - это функциональный объект, который сравнивает элементы в порядке убывания. Он передается вторым параметром шаблона контейнера set.

1. Какие методы определены для контейнера set?

* insert() - добавляет элемент в контейнер
* erase() - удаляет элемент из контейнера по значению или по итератору
* find() - ищет элемент в контейнере и возвращает итератор на найденный элемент, либо итератор на конец контейнера, если элемент не найден
* size() - возвращает количество элементов в контейнере
* empty() - возвращает true, если контейнер пуст, иначе – false
* clear() - удаляет все элементы из контейнера

1. Написать функцию для добавления элементов в контейнер set.

template <class T1>

void addElements(set<T1>& st, int n) {

for (int i = 0; i < n; i++)

st.insert(T1(rand()));

}

1. Написать функцию для печати контейнера set.

template <class T1>

void printSet(set<T1>& st) {

for (const auto& i : st)

cout << i << endl;

}

1. Чем отличается контейнер set и multiset?

Отличие между ними заключается в том, что set может хранить только уникальные элементы, а multiset может хранить несколько одинаковых элементов.